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Preface

I slept and dreamt that Life was Joy.
I awoke and saw that Life was Service.
I acted and behold, Service was joy.

RABINDRANATH TAGORE

Prologue

To me, basically, there are two ways to deal with a scientific subject:

1. The deepened investigation on a special area aiming to find completely new phe-

nomenons

2. The systematic subsumption of multiple known aspects of one or many disciplines

aiming to find new cross-correlations and ideas

Both approaches may lead to new theories, methods and concepts. And both may use
laboratory trials to find and prove their theories. This work follows the second approach.
The idea behind is, simply spoken, to steal ideas from nature and various fields of science,

and to apply them to software design.

Laboratory Trials are what Coding is in informatics — experiment and proof of operability, at
the same time. Some information scientists have the opinion that coding weren’t scientific
enough and not necessary to create new theories or to achieve good results. I doubt this. In
my opinion, there are things that can only be found when actually implementing ideas in a
computer language. And in the end, a theory is worth much more when having been proven
in practice. This document contains proven ideas that were growing in my mind over the

last few years, while dealing with topics such as:
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- Structured- and Procedural Programming
- Object Oriented Programming

- Design Patterns and Frameworks

- Component Based Design and Agents

- Ontology Structured Domain Knowledge
- Document- and User Interface Markup

- Persistence Mechanisms

- System Communication

- Operating System Concepts

The usage of typical buzzwords could not quite be avoided in this work, yet do I hope that
the ideas and results are nevertheless explained straightforward and well enough to be really

useful to some other developers out there.

This document claims to be an Academic Paper. To all practitioners who do not want to
read it for that reason, I would like to point out that each and every concept in it arose from
practice, that is coding. Like most developers, I started up with only a few lines of code in
one Java class, later extended to more classes, a whole framework and so on. Whenever 1
stumbled over difficulties, I thought through and improved my current design by applying
patterns recommended by several software development Gurus. It was only when I realised
that even those concepts were not sufficient, that I made up my own. They are entitled
Cybernetics Oriented Programming (CYBOP), because most ideas behind them stem from

nature.

Finally, this document has become my thesis, written to earn a doctorate (Dr.-Ing./ PhD)
in Informatics/ Software Engineering. You may wonder why I release it under the Free
Documentation License (FDL). Well, I'm a full supporter of the idea of Free Knowledge,
Free Software, a Society free of Patents which are only hindering its development. There

are three reasons that have contributed to my decision:

1. Hope to get helpful Feedback from readers

2. Trust in the scientific Fairness of colleagues, worldwide, to properly reference this

document even though it is licensed under the FDL

3. Wish to contribute to the open source movement now (and not in some years when the

document might reach a more stable version), to speed up its successful development
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This is a growing document undergoing steady development. It is not and doesn’t claim to
be free of errors nor to contain the only possible way for application system development.
So, if you find errors of whatever kind or have any helpful ideas or constructive critics,
then please contribute them to <christian.heller@tuxtax.de> or to the CYBOP developers
mailing list <cybop-developers@lists.berlios.de>!

Scientific Progress

An Abstraction allows to capture the real world by representing it in simplified models. Such
models contain only the essential aspects of a special domain. Any unimportant nuances, in
the considered context, are neglected. Correct abstract models is what makes science easy.

Good science can be easy. If it is not, then probably either:

- there is a mistake in the model
- it is not fully understood by the scientist him/ herself

- the explaining person wants to keep back knowledge, making others look clueless

One of the biggest hindrances to scientific progress is too much or false respect for existing
solutions. No theory/ model/ concept is ever finished; no document/ software/ product is
ever fully completed. There is always room for improvements. In the end, it is all just a

person’s subjective perception and an arbitrary, abstract extract of the real world.

It is always worth reviewing and questionning everything in depth, again and again. Stand-
still means regress. The best example showing how to work around these critics is the
Free and Open Source Software (FOSS) movement where all the time, existing solutions are

rewritten, to be improved.

Software Patents

This work is about software. Software abstracts the real world, its items and processes, and
it can store these information and their relations which make up actual Knowledge. In the
modern, so-called Information Society, it becomes more and more important to have free
access to external knowledge. This is an essential human right and will decide about the

future living quality of people.
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So much the important it is to prohibit the application of patents to software! They make an
exclusive club of large companies own the rights on banal, ordinary, day-to-day algorithms
and methods that many people use. And, they thereby kill any new ideas and hinder
research efforts that depend on these basic algorithms. If Software Patents and patents on
Computer Implemented Inventions (CII) got introduced, any free software developer and
especially Small- and Medium Sized Enterprises (SME), the driving force of innovation,
could not unfold their full potential anymore, since much of their time and effort would then

have to go into patent inquiries and costly legal disputes.

Software patents are dangerous for the free development of thoughts! Certain lobbies exert
an increasing influence on politics and push members of parliaments to agitate and vote in
their interest. Since probably every reader of this document has an interest in informatics,
every reader is also affected by the software patent enforcement. But everybody can do

something about it, not only in Europe! Express your protest and sign the petition at [91]!

Free Publishing

Reputation in the scientific world strongly depends on the number of publications in scientific
journals, conference proceedings, magazines etc., of which some have greater kudos, some
less. A Philosophiae Doctor (PhD) student, for example, is expected to publish in some
of the acknowledged journals, in order to be conferred a doctorate. The grant of project
fundings by local-, national- or Furopean Union (EU) governements and sponsorship of
a professor’s department at university depend on it as well. Some unfair practices and
shortcomings of the current system of publication shall therefore be mentioned here. There

are at least four disadvantages of publishing in scientific journals. An author:

e is almost always forced to assign his copyright to the publisher;

e has very little chance of publishing completely new ideas, since evaluators (which
are to guarantee a certain scientific level) sieve those which seem too crazy or are
unknown to them and do not match state-of-the-art science, so that really new ideas

can hardly become popular in this way;

e has to wait many months before being informed about article acceptance, sometimes
further months to presentation at a conference and yet more months until a journal/
proceedings are finally available — which, besides the unfine delay, is enough time for

an evaluator to adapt the best ideas and publish them in a modified form before;
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e and everyone else have to pay money for receiving journals (even for the one containing
the author’s own work), or become a member of certain scientific societies for some

discount — which means that the work is not freely accessible.

Further, there is something often labelled Citation Mafia. Whether an article gets published
in a journal or not depends on it being accepted by a number of reviewers (normally three).
In order to avoid personal battles, the article author never gets to know the evaluators’
names or proficiency and has to blindly rely on the good taste of a conference’s program
committee. However, evaluators, although tied to ethical standards, often seem to have their
list of friends or seem to just prefer authors who have already published elsewhere, leading
to circles of scientists citing each other, quite independent from the quality of their papers.

Logically, also here, there are a number of disadvantages:

e Young scientists have a hard life and need a long time for getting their articles ac-

cepted, independent from how innovative they are.

e Mafioso scientists often warm up old stories or deliver well-formulated, but rubbish

articles not earning the predicate scientific.

Don’t ask for proof — I don’t have it. But almost everybody in the scientific business knows
about these issues. Unfortunately, only few people [166] talk about- or try to change them.
Obviously, many scientists prefer to either play the same old game or are scared of personal
disadvantages. However, it feels like increasingly more researchers, in particular the new
generation, become aware that these drawbacks hinder scientific progress and new solutions
need to be found. Well, there is free online journals such as the Journal of Free and Open
Source Medical Computing (JOSMC) [226] or the BioMed Central (BMC) [326] publisher,

where research articles are: free to access immediately, peer reviewed, citation-tracked ...

Although this document cannot deliver solutions to the above-mentioned problems, it men-
tioned those to inform the reader and spur further discussion. Supportive actions in this

process would be that:
e scientists acknowledge no-cost entry open source conferences like LinuxTag & Co. [82]
as alternatives to traditional ones

e professors more readily accept citations of free knowledge sources such as Wikipedia

[60] in scientific works of their students

e students and scientists publish their works (code and documentation) under open

source licenses
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New Science

It was end of October 2004 that I discovered Stephen Wolfram’s book A New Kind of Science
[344] (published in 2002), through a link in Wikipedia [60]. By that time, I was already

heavily writing on my own work.

During those years of thinking about software systems, nature, the universe — I felt pretty
similar to how Wolfram describes it in the preface of his book. Starting with an inspection
of state-of-the-art techniques, diving deeper and deeper into several topics, I soon realised
that they all could not deliver a coherent, conclusive solution to software modelling. Each
had its own drawbacks that made workarounds necessary. And, the more I dived into the
different technologies, the more complex, complicated, intransparent they got — but still,

none seemed to provide an owerall solution.

It was only when I got more and more distance to existing solutions and moved away from
current thinking, towards a more universal approach and a view at software systems through

the eyes of nature, that I found the basic principles described in this work.

Now, after having read A New Kind of Science, I am glad that Wolfram did not already
write down everything I want to say, so that there is something left for me to contribute, by
delivering this work :-) There is one difference that soon became obvious to me: Wolfram
argues, that it is possible to study the abstract world of simple programs, and take lessons
from what kinds of things occur there and have them in mind when investigating natural
systems [60]. My work follows the exact opposite way, in that it observes phenomenons of
nature and concepts used in other sciences, and tries to apply them to the design of software

systems.

This is not to say that CYBOP does provide the overall solution. But what it surely wants
to reach is to encourage people to think in more general terms, across disciplines, to possibly
find new concepts. And for that, this work hopes to deliver some ideas. And I certainly do
hope that the more you, as readers, think about these ideas, the more sense they will make

to you, too.

Stylistic Means and Notation

The language of choice in this document is British English, more precisely known as Com-

monwealth English. Exceptions are citations or proper names like Unified Modeling Lan-
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guage, stemming from American English sources. (In Oxford English, Modelling would be
written with double letter ). I am thinking about writing a German version of this doc-
ument, but am not sure if it will be worth the effort. If you as reader are interested in a

translation, send me a short note! The more emails I receive, the more convinced I will be.

Correctly, masculine and feminine forms are used in a work. When describing a patient’s
record, for example, one would write: his or her record. In order to improve readability, and

exclusively because of this reason, only masculine forms are used in this work.

The document sticks to the widespread Unified Modeling Language (UML) [235] standard
notation for describing classical software concepts in diagrams, wherever suitable. Minor

simplifications are applied wherever these result in a clearer illustration with better overview.

Pieces of software source code are displayed in Typewriter Typeface. Emphasised words

are italicised.

Footnotes are not used on purpose. In my opinion, they only interrupt the flow-of-reading.

Remarks are placed in context instead, sometimes enclosed in parentheses.

To all authors and contributors of the Wikipedia Encyclopedia:

I have cited so many Wikipedia articles in this work, that it would not have been possible to
create an extra bibliography entry for each of them, without letting the frame of this work
explode. Therefore, I have just referenced Wikipedia in general, whenever one of its articles

was used.

Some scientists still label Wikipedia a Pseudo Encyclopedia not worth being mentioned in
scientific works. However, it is my firm believe that this will change in the near future and
one day, it will be hard to write any work without referencing Wikipedia knowledge, which

will then (if not already now) be of best quality.
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1 Introduction

Even a Way of a thousand Miles begins with one Step.

SAYING

Information Technology is gaining more and more importance in modern society. Some
people even talk of the Information Age. What FElectricity was for the Industrial Age,

Information is for today’s society.

And Software plays one of the, if not the most important role thereby.

1.1 Information Science

Science is one form in which humans express their aspiration for Perception. It should
— but unfortunately not always does — serve the well-being of people. Similarly, scientific

Inventions usually are to ease human’s life.

The results of many technical inventions are Tools, Machines or Robots (figure 1.1). A
passive tool is a mostly simple device used by humans to carry out a task better. The word
machine is used to describe advanced, active tools which can run by themselves, only driven
by an external force like steam or electrical energy. A robot, finally, is an enhanced machine
which may imitate human behaviour (humanoid) or take over (industrial) tasks that are
too dirty, dangerous, difficult, repetitive or dull for humans [60]. Its parts are often called
Hardware. It does not necessarily have the same shape as the human body but can come
very close. Also, it contains some pieces of rudimentary Intelligence that lets it act alone
(autonomous). The intelligence basically controls the way in which the robot functions what
is sometimes called Workflow or Program. That must be encoded, for example in form of a

Punchcard or pieces of Software, kept as pure text or binary data in some electronic memory
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passive
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Figure 1.1: Scientific Inventions

or on a storage medium.

A Computer can be seen as handicaped robot that can think but not move. Essentially,
it represents the intelligent parts of a robot and is able to process (compute) Information
(data content of a message [71]). But its hardware is pruned to pure information input and
output. While the importance of robots lies in their Movement actions, it lies in problem
Solving and system Simulation for computers [60]. Software plays the biggest role thereby.

It contains the programs after which a computer is run, after which it acts.

One important area the science of information, called Informatics, deals with is software —
the art of representing and processing information. As such, one of its major aims is to find
Abstract Models which represent the real world best. The better this is done and the better

information can be stored and processed, the better software can assist its human users.

1.2 Software Crisis

An early question in software engineering was how to write programs that control a computer
system’s Hardware correctly and efficiently. Over time, the importance of hardware shifted
in favour of Software which nowadays contains most of the logic needed to run an application

on a computer system. Consequently, much more research emphasis is now placed on the
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finding of clever modelling concepts that help writing correct and effective, stable and robust,
flexible and maintainable, secure software. Another objective is to increase the effectiveness
and lessen the expenditure of cost and time in software development projects, by reusing

(pieces of) software.

The past 40 years have delivered numerous helpful concepts, for instance Structure and
Procedure, Class and Inheritance, Pattern and Framework, Component and Concern, and
many more. They undoubtedly have moved software design far forward. Nevertheless, the
dream of true componentisation and full reusability has not been reached. Czarnecki [66]
identifies problems in the four areas: Reuse, Adaptability (in this work also called Flezibility),

management of Complexity and Performance.

Modern software is very complex. It runs on different hardware platforms, uses multiple
communication paradigms and offers various user interfaces. Many tools and methods assist
experts as well as engineers in creating and maintaining software but do they not seem
sufficient to cope with the complexity so that often, systems still base on buggy source code

causing:

- False Results

- Memory Leaks

- Endless Loops

- Weak Performance

- Security Holes

Are these exclusively the fault of software developers? Or, are the used concepts perhaps
insufficient? Using the same, allegedly unsatisfying concepts caused some people to talk
about an ongoing Software Crisis, sometimes Complexity Crisis, affecting not only high-

level application programming, but also low-level microchip design [67].

However, answers are not easy to find. Software design is Arts and Engineering, at the same
time. Not everything is or can be regulated by rules. It is true, developers have to stick to a
set of design rules — and tools that support their usage exist — but they also have to be very
creative. All the time, they have to have new, innovative ideas and apply them to software.
This is what makes the creation, integration, test and maintenance of software so difficult.

There is not really a uniform way of treating it.
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1.3 Motivation

To the issues that this work has with some state-of-the-art solutions belong in particular

three things:

1. Abstraction Gaps in Software Engineering Process (chapter 2)
2. Misleading Tiers in Physical Architecture (chapter 3)

3. Modelling Mistakes in Logical Architecture (chapter 4)

The traversing of abstraction gaps in a software engineering process belongs to the main
difficulties in software development, and causes considerable cost- and time effort. It neces-
sitates a steady synchronisation between domain experts and application system developers,
because their responsibilities cannot be clearly separated and interests often clash. A first
objective of this work is therefore to contribute to closing these gaps, especially the one

existing between a designed system architecture and the implemented source code.

The misinterpretation of the physical tiers in an information technology environment often
leads to wrong-designed software architectures. Logical layers are adapted to physical tiers
(frontend, business logic and backend) and differing patterns are used to implement them.
Instead, systems should be designed in a way that allows the usage of a unified translator
architecture, so to give every application system the capability to communicate universally

by default, which is the second objective of this work.

Several well-known issues exist with the modelling of logical system architectures, for exam-
ple: fragile base class problem, container inheritance, bidirectional dependencies, global data
access. These and others more result from using wrong principles of knowledge abstraction,
like the bundling of attributes and methods in one class, as suggested by object oriented
programming, or the equalising of structural- and meta information in a model. A third
and final aim of this work is therefore to closer investigate the basic principles and concepts
after which current software systems are created, and to search for new ideas and concepts,

with the objective of finding a universal type structure (knowledge schema).

On its search for new ideas, this work intentionally tries to cross the borders to other scientific
disciplines. It can therefore also be called an inter-disciplinary effort. Results from many
different sciences are applied to software engineering. Most emphasis, however, is placed on
the comparison between human- and computer systems. Nature has always been a good

teacher and its principles have often been copied; so does this work.
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1.4 Cybernetics

One scientific subject being inter-disciplinary since its creation is Cybernetics. Its name
stems from the ancient Greek word Kybernetes meaning Steersman and it has many def-
initions [134]. One that was coined in 1948 by Norbert Wiener sees Cybernetics as the
science of information and control, no matter whether it is about living things or machines.
The American Heritage Dictionary of the English Language [251] defines it as the theoret-
ical study of communication and control processes in biological, mechanical, and electronic

systems, especially the comparison of these processes in biological and artificial systems.

The closely related subject of Bionics is a specialisation of cybernetics (Bionics = Bio-
Cybernetics) [73]. It can be defined as the application of biological principles to the study

and design of engineering systems [251].

Other related fields which are not considered further in this work are morphology (structure-
function), general systems theory (complexity, isomorphic relationships), biomechanics (pros-
thetics), biomimetics, robotics and artificial intelligence. However, the results described in

this document might also be of importance in those areas.

Since Software Engineering is a kind of Systems Engineering, the consideration of systems as
a whole gains in importance. Cybernetics as science of observing, comparing and controlling
biological and technical systems is of great importance in the document on hand. Using
models inspired by biology and psychology (but also further disciplines such as philosophy

or physics), the science of Bionics plays an important role, too.

Sticking to the system idea of Wiener and in the fashion of the science of Bionics, this
work and the new concepts described therein are called Cybernetics Oriented Programming

(CYBOP).

1.5 Method

Despite all scientific methodology, research is mostly a journey into the blue. Likewise did
this work not follow a linear way of progression, but rather a zigzag course between theory

and practice (figure 1.2), which may be labelled Constructive Development.

At the beginning, there was the wish to create a software application for use in medicine.
Development started off by using classical programming techniques. Whenever a problem

occured, it was solved by applying yet more up-to-date techniques and latest software design
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Figure 1.2: Constructive Development

principles, such as Patterns. This worked out well until the point at which the complexity

of the software could not be handled easily anymore and new ideas were demanded.

It was only when state-of-the-art concepts got more and more unsatisfying and insufficient to
maintain a clear architecture, that new ones had to be found. After some time of reflexion,
the principles of human thinking for abstracting the real world in artificial models could be
identified as source of new ideas for software design. Further ideas were later taken over
from other phenomenons of nature and various scientific disciplines. The obvious similarities
between human- and computer systems (information input, -storage, -processing, -output)

should be rationale enough for an inter-disciplinary approach.

The concepts resulting from both, traditional and new ideas, got finally merged and de-
veloped towards the CYBOP theory (figure 1.3). For this new kind of programming, the
distinction of Statics and Dynamics, a special Knowledge Schema and the separation of

State and Logic are necessary. Chapter 5 will define these in greater detail.

This work reports about the progress of finding new ideas for software design. However,
since problems did not occur in a predictable way, while developing the mentioned applica-
tion, their presentation in order of appearance would be rather confusing. A systematised
structure of sections is therefore used in this work to organise most problems after the pro-

gramming paradigm they belong to. For the interested reader, chapter 11 describes the
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Figure 1.3: Merger of traditional and new Concepts

stepwise construction and taken design decisions of the prototype anyway.

1.6 Example

In the course of this work, most different solutions, frameworks and models have been
developed, which is why it turns out to be rather difficult to deliver a continuous example

here.

Some traditional concepts and many new ideas of this work are demonstrated on examples
taken from a Medical Information System environment, with focus on the Electronic Health
Record (EHR). This counts for the theoretical models of the first and second part as well
as for the practical examples in part III. Many other examples and models, though, were
picked arbitrarily, depending on their adequacy for demonstrating a corresponding concept

or idea.

The actual application of the CYBOP concepts is described in chapter 11 where a prototype
software project called Res Medicinae gets introduced. It is to validate the new concepts

and to give the proof of their operability.
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1.7 Structure

This document is divided into fourteen chapters. Neglecting this introduction, thirteen

chapters remain which are organised in four parts. They are illustrated in figure 1.4.

contribution proof: completion

software statics
engineering & cybol review
process dynamics

summary
cyboi &
future

physical knowledge
architecture schema

logical state res
& . appendices
architecture ) medicinae PP
logic

extended
motivation

Figure 1.4: Document Structure

Part I considers basic concepts of software development (State of the Art), before the then
following part II contributes new concept ideas. Practical proof of their operability is given
in part III. And part IV finally completes the work with a review, summary and outlook

into the future.

Software Engineering Processes (SEP) (chapter 2) have to be briefly described to be able
to estimate the effects of abstraction changes on the actual SEP phases. The Physical
Architecture (chapter 3) of a standard Information Technology (IT) environment is neces-
sary background knowledge for later reflections on the design of software systems and their
communication paradigms. Finally, the Logical Architecture (chapter 4), that is conceptual
solutions for structuring software systems, is investigated, to later be able to possibly find

Pros and Cons.

A short Recapitulation of introduced state-of-the-art concepts and the idea of an inter-
disciplinary, cybernetics-oriented approach lead to an FEztended Motivation (chapter 5)

whose results and solutions are described in the remaining parts of the work.
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A first description focuses on the distinction of Statics and Dynamics (chapter 6). In a
second step, a new kind of Knowledge Schema gets introduced (chapter 7). Thirdly, State

and Logic are described as to-be-separated knowledge models (chapter 8).

The application of the merged traditional and new design concepts results in the XML-
based Cybernetics Oriented Language (CYBOL) (chapter 9). A corresponding Cybernetics
Oriented Interpreter (CYBOI) (chapter 10) is needed to execute systems defined in that
language. The Res Medicinae prototype application (chapter 11) is written in CYBOL and
executed by CYBOI.

One might argue that chapters 9 (CYBOL) and 10 (CYBOI) should rather belong to part
II, called Contribution, since they contain newly developed technologies. However, as they
were needed for the practical proof, and in order to keep the chapter symmetry, they were

placed in part III, called Proof.

After a Review validating and evaluating the CYBOP programming philosophy in compar-
ison to the original motivation (chapter 12), a Summary and recommendations for Future
research are given (chapter 13). The Appendices (chapter 14) contain used abbreviations,
references to literature and the usual lists of figures and tables. A glossary was omitted
since this document does not want to be a lexicon. All terms are explained at their first ap-
pearance in the text. A short history of thoughts that lead to the creation of this document
and recommendations for a migration to CYBOL as well as some licences in full text follow.
Caution! The page numbers behind an index entry at the end of this document refer to the

Beginning of the section in which the entry appeared.
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2 Software Engineering Process

The Way is the Aim.

CONFUCIUS

So